Exercises 6: Node.js

1. What is the Event Loop and how is it used by Node.js? (2 pts)
2. Create a simple [Key-value store](https://en.wikipedia.org/wiki/Key-value_database) that saves [JSON](https://www.json.org/json-en.html) values indexed by string keys using Node.js (these strings do not have blanks or special characters). It will have just 3 operations: read, write, and delete:
   1. Read: returns the value associated with a key. If the key is not valid, it returns null.
   2. Write: receives a key-value pair (both in JSON) and write them in the database.
   3. Delete: receives a key and delete the key-value pair that it refers to.

These 3 operations should use the same route: /store. You should separate them using the appropriate HTTP method for each operation (GET, PUT, POST, or DELETE). Any necessary parameter must be included using the appropriate technique (ex: query strings). For instance, a GET request for the value of key john would be:

http://localhost:8080/store/john OR

http://localhost:8080/store?query=john

The key-value pairs can be recorded in a variable on the server using a Javascript object (remember that all Javascript objects are maps). There is no need to use a database or save these variables to disk. There is no authentication. Any client can read, write, or delete.

**Tips**:

1. Follow the video class up to lesson 9 and you will end with a running server.
2. In [lesson 10](https://www.youtube.com/watch?v=FXQ3ZZh5jh4&list=PLHlHvK2lnJndvvycjBqQAbgEDqXxKLoqn&index=11&t=634s), it explains the REST actions (GET, PUT, POST, and DELETE) and shows how to test the requests using the [Postman tool](http://getpostman.com) (install in lesson 3).
3. After lesson 10, you have a running server that has GET, PUT, and DELETE services.
4. Which services do you need for your system? The server already has operations for these 3 services. For the PUT, it receives the id, but for the GET, it does not. Use the PUT router as a model and modify the GET router to receive an id too. Test.
5. Right now, the server just sends back the status information. Modify the router implementations to store and send back the information you need. Remember that you can only receive and send back text to the client. Use [JSON.parse()](https://www.w3schools.com/js/js_json_parse.asp) and [JSON.stringify()](https://www.w3schools.com/js/js_json_stringify.asp) functions to convert to and from text whenever needed.

(4 pts)

1. The file userinfo.html has a vue.js application that reads information about users, using the JSON format, from a mocked server (a server that simulates web services). To run this app, put it in an Http server (in Linux: python3 -m http.server 8000). It works but only implements the read (GET) functionality. Modify this application to use the Key-value store (from the last question) to implement the read(), create(), and delete() functions (only these 3 functions need to be modified/created). For the 3 functions, use the username input as the key.

(4 pts)

1. **Challenge**: Create a user registration system using a Node.js backend and a Vue.js client. This system must have:
   1. A login vue.js page with:
   * A login panel with username and password fields and a login button. If the user supplies a correct username/password, it opens the main page. If not, the application will popup an error message.
   * A panel to create new users. In it, users must provide a username, password, email, and address to create new system users. Optionally, that panel can be implemented as another page, and, in this case, the login page will have a button to jump to it. After creating a new user, the system returns to the login page.
   1. The main vue.js page with:
   * The user information: username, password, email, and address.
   * A button to delete the user. When a user is deleted, a popup message is shown and the system returns to the login page.
   * A button to return to the login page.

Both vue.js pages can be implemented using basic components or, if you want, you can use the login interface you are writing for the Pet Shop. The code created here can be reused in the PetShop project. For security reasons, the server (not the client) should check:

* If the username has no spaces or upper case characters and if it is greater than 5 characters and smaller than 9.
* If the email is properly formatted (<something> @ <something>).
* If the password is, at least, bigger than 8 characters and has no spaces.
* If the address has, at least, 10 characters.

In case of errors, an error message will popup (stating the kind of error) and no new user will be created. There is no need to delete the problematic field(s), the user can do that.

Before coding, think about which services the server has to have. Give them URLs and decide which arguments they will need and which information they will send back.

**Notice**:

* There is no need to create an actual user section, using cookies or other technologies.
* Data can be recorded in variables on the server. There is no need to use a database or save these variables to disk.
* To communicate data between client and server, you may use any data format, but an easy option is to use [JSON](https://www.w3schools.com/js/js_json_intro.asp) (look for [JSON.parse()](https://www.w3schools.com/js/js_json_parse.asp) and [JSON.stringify()](https://www.w3schools.com/js/js_json_stringify.asp) functions).

**Tips:**

* Begin implementing the server.
  1. Follow the video class up to lesson 9 and you will end with a running server.
  2. In [lesson 10](https://www.youtube.com/watch?v=FXQ3ZZh5jh4&list=PLHlHvK2lnJndvvycjBqQAbgEDqXxKLoqn&index=11&t=634s), it explains the REST actions (GET, PUT, POST, and DELETE) and shows how to test the requests using the [Postman tool](http://getpostman.com) (install in lesson 3).
  3. After lesson 10, you have a running server that has GET, PUT, and DELETE services.
  4. Which services do you need for your system? Read user info, write user info, and delete user info. The server already has operations for these 3 services. For the PUT, it receives the id, but for the GET, it does not. Use the PUT router as a model and modify the GET router to receive an id too. Test.
  5. Right now, the server just sends back the status information. Modify the router implementations to store and send back the information you need. Remember that you can only receive and send back text to the client. Use [JSON.parse()](https://www.w3schools.com/js/js_json_parse.asp) and [JSON.stringify()](https://www.w3schools.com/js/js_json_stringify.asp) functions to convert to and from text whenever needed.
* For the client, use the Forms app you created in Exercise 5.
  1. Modify it to read the information you need.
  2. You will need two pages. You may use the Vue.js Router (Vue video [lesson 32](https://www.youtube.com/watch?v=Gs0R3DbzoOY&list=PLcoYAcR89n-qq1vGRbaUiV6Q9puy0qigW&index=23&t=0s) or/and [code example](https://codesandbox.io/s/6lmpxnlnzz)), but can also use div tags to change what content is being shown on the page (Ex: <div style="visibility: hidden">.
  3. To communicate with the server, use this.$http.get (.get, .post, .put) as shown at Vue video [lesson 18](https://www.youtube.com/watch?v=Z3mfRkRN0b8&list=PLcoYAcR89n-qq1vGRbaUiV6Q9puy0qigW&index=18).
* Implement the format checks (for username, email, etc) and the error messages in the server and client.

(+2 pts)

Good Work!